### PADDING:

*Padding* property allows you to specify how much space should appear between the content of an element and its border:

The value of this attribute should be either a length, a percentage, or the word *inherit*. If the value is *inherit*, it will have the same padding as its parent element. If a percentage is used, the percentage is of the containing box.

The following CSS properties can be used to control lists. You can also set different values for the padding on each side of the box using the following properties:

* The **padding-bottom** specifies the bottom padding of anelement.
* The **padding-top**specifies the top padding of an element.
* The**padding-left** specifies the left padding of an element.
* The **padding-right** specifies the right padding of anelement.
* The **padding**serves as shorthand for the preceding properties. Now, we will see how to use these properties with examples.

<p style="padding-bottom: 15px; border:1px solid black;"> This is a paragraph with a specified bottom padding

</p>

<p style="padding-bottom: 5%; border:1px solid black;">

This is another paragraph with a specified bottom padding in percent

</p>

**NOTE: Similarly it will be for all the other sides.**

### DIMENSONS:

We have the following properties that allow you to control the dimensions of a box.

* he **height**property is used to set the height of a box.
* The **width** property is used to set the width of abox.
* The **line-height** property is used to set the height of a line of text.
* The **max-height** property is used to set a maximum height that a box can be.
* The **min-height** property is used to set the minimum height that a box can be.
* The **max-width** property is used to set the maximum width that a box can be.
* The **min-width** property is used to set the minimum width that a box can be.

### SCROLLBARS:

CSS provides a property called *overflow*, which tells the browser what to do if the box's contents is larger than the box itself. This property can take one of the following values

<style type="text/css">

.scroll{

display:block; border: 1px solid red; padding:5px;

margin-top:5px; width:300px;

height:50px;

overflow:scroll;

}

.auto{

display:block; border:

1px solid red; padding:5px; margin-top:5px; width:300px; height:50px; overflow:auto;

}

</style>

<p>Example of scroll value:</p>

<div class="scroll">

I am going to keep lot of content here just to show you how scrollbars works if there is an overflow in an element box. This provides your horizontal as well as vertical scrollbars.

</div>

<br />

<p>Example of auto value:</p>

<div class="auto">

I am going to keep lot of content here just to show you how scrollbars works if there is an overflow in an element box. This provides your horizontal as well as vertical scrollbars.

</div>

### CURSORS

The cursor property of CSS allows you to specify the type of cursor that

should be displayed to the user.

One good usage of this property is in using images for submit buttons

on forms. By default, when a cursor hovers over a link, the cursor

changes from a pointer to a hand. However, it does not change form for

a submit button on a form. Therefore, whenever someone hovers over an

image that is a submit button, it provides a visual clue that the image is clickable.

The following table shows the possible values for the cursor property:

|  |  |
| --- | --- |
| **Value** | **Description** |
| Auto | Shape of the cursor depends on the context area it is over. For example, an ‘I’ over text, a ‘hand’ over a link, and so on. |
| crosshair | A crosshair or plus sign. |
| Default | An arrow. |
| Pointer | A pointing hand (in IE 4 this value is hand). |
| Move | The ‘I’ bar. |
| e-resize | The cursor indicates that an edge of a box is to be moved right (east). |
| ne-resize | The cursor indicates that an edge of a box is to be moved up and right (north/east). |
| nw- resize | The cursor indicates that an edge of a box is to be moved up and left (north/west). |
| n-resize | The cursor indicates that an edge of a box is to be moved up (north). |
| se-resize | The cursor indicates that an edge of a box is to be moved down and right (south/east). |
| sw- resize | The cursor indicates that an edge of a box is to be moved down and left (south/west). |
| s-resize | The cursor indicates that an edge of a box is to be moved down (south). |
| w-resize | The cursor indicates that an edge of a box is to be moved left (west). |
| text | The I bar. |
| wait | An hour glass. |
| help | A question mark or balloon, ideal for use over help buttons. |
| <url> | The source of a cursor image file. |

**NOTE:** You should try to use only these values to add helpful information for users, and in places, they would expect to see that cursor. For example, using the crosshair when someone hovers over a link can confuse the visitors.

Here is an example:

<p>Move the mouse over the words to see the cursor change:</p>

<div style="cursor:auto">Auto</div>

<div style="cursor:crosshair">Crosshair</div>

<div style="cursor:default">Default</div>

<div style="cursor:pointer">Pointer</div>

<div style="cursor:move">Move</div>

<div style="cursor:e-resize">e-resize</div>

<div style="cursor:ne-resize">ne-resize</div>

<div style="cursor:nw-resize">nw-resize</div>

<div style="cursor:n-resize">n-resize</div>

<div style="cursor:se-resize">se-resize</div>

<div style="cursor:sw-resize">sw-resize</div>

<div style="cursor:s-resize">s-resize</div>

<div style="cursor:w-resize">w-resize</div>

<div style="cursor:text">text</div>

<div style="cursor:wait">wait</div>

<div style="cursor:help">help</div>

### Relative positioning:

Relative positioning changes the position of the HTML element relative to where it normally appears. So "left:20" adds 20 pixels to the element's LEFT position.

You can use two values *top* and *left* along with the *position* property to move an HTML element anywhere in an HTML document.

* Move Left - Use a negative value for *left*.
* Move Right - Use a positive value for *left*.
* Move Up - Use a negative value for *top*.
* Move Down - Use a positive value for *top*.

**NOTE:** You can use the *bottom* or *right* values as well in the same way as *top* and *left*.

Here is an example:

<div style="position:relative;left:80px;top:2px; background-color:yellow;">

This div has relative positioning.

</div>

### Absolute Positioning:

An element with **position: absolute** is positioned at the specified coordinates relative to your screen top-left corner.

You can use two values *top* and *left* along with the *position* property to move an HTML element anywhere in HTML document.

* Move Left - Use a negative value for *left*.
* Move Right - Use a positive value for *left*.
* Move Up - Use a negative value for *top*.
* Move Down - Use a positive value for *top*.

**NOTE:** You can use *bottom* or *right* values as well in the same way as top and left.

Here is an example:

<div style="position:absolute;left:80px;top:20px; background-color:yellow;">

This div has absolute positioning.

</div>

### Fixed Positioning:

Fixed positioning allows you to fix the position of an element to a particular spot on the page, regardless of scrolling. Specified coordinates will be relative to the browser window.

You can use two values *top* and *left* along with the *position* property to move an HTML element anywhere in the HTML document.

* Move Left - Use a negative value for *left*.
* Move Right - Use a positive value for *left*.
* Move Up - Use a negative value for *top*.
* Move Down - Use a positive value for *top*.

**NOTE:** You can use *bottom* or *right* values as well in the same way as *top* and *left*.

<div style="position:fixed;left:80px;top:20px;

background-color:yellow;">

This div has fixed positioning.

</div>

### Positioning the division inside a division

<!DOCTYPE html>

<html>

<head>

<title>Positioning!</title>

<style type="text/css">

div.relative{

width:400px;

position: relative;

height: 200px;

border:3px solid red;

}

div.absolute{

width:150px;

height:50px;

border:1px solid red;

position: absolute;

right:0px;

bottom:0px;

}

</style>

</head>

<body>

<div class="relative"> This is the main divison

<div class="absolute"> This is the sub division

</div>

</div>

</body>

</html>

### Example for all the positions

<!DOCTYPE html>

<html>

<head>

<title></title>

<style type="text/css">

.static{

position: static;

border:1px solid blue;

}

.relative{

position: relative;

left:30px;

border: 1px solid red;

top:20px;

}

.absolute{

position: absolute;

left:30px;

top:20px;

}

.fixed{

position: fixed;

bottom: 0;

right: 0;

width:300px;

border: 3px solid green;

background-color: red;

color: white;

}

.sticky{

position: -webkit-sticky; /\* safari\*/

position: sticky;

top:0px;

background-color: yellow;

color: red;

}

</style>

</head>

<body>

<div class="static">

this div element has position static

</div>

<div class="relative">

this div element is positioned in relative way!

</div>

<div class="absolute">

This is absolute positioning.

</div>

<div class="fixed">

This is fixed positioning.

</div>

<div class="sticky">

this will use sticky positioning!

</div>

</body>

</html>

Pseudo classes and elements

Pseudo-classes are used to add special effects to some selectors. You do not need to use JavaScript or any other script to use those effects. A simple syntax of pseudo-classes is as follows:

selector:pseudo-class {property: value}

CSS classes can also be used with pseudo-classes:

selector.class:pseudo-class {property: value}

The most commonly used pseudo-classes are as follows:

|  |  |
| --- | --- |
| **Value** | **Description** |
| :link | Use this class to add special style to an unvisited link. |
| :visited | Use this class to add special style to a visited link. |
| :hover | Use this class to add special style to an element when you mouse over it. |
| :active | Use this class to add special style to an active element. |
| :focus | Use this class to add special style to an element while the element has focus. |
| :first- child | Use this class to add special style to an element that is the first child of some other element. |
| :last-child | Use this class to add special style to an element that is the last child of some other element. |
| :nth-child | Use this class to add special style to an element that is the nth child of some other element. |
|  |  |

### PSEUDO ELEMENTS:

pseudo-elements are used to add special effects to some selectors. You do not need to use JavaScript or any other script to use those effects. A simple syntax of pseudo-element is as follows:

selector:pseudo-element {property: value}

CSS classes can also be used with the pseudo-elements:

selector.class:pseudo-element {property: value}

The most commonly used pseudo-elements are as follows:

|  |  |
| --- | --- |
| **Value** | **Description** |
| ::first-line | Use this element to add special styles to the first line of the text in a selector. |
| ::first-letter | Use this element to add special style to the first letter of the text in a selector. |
| ::before | Use this element to insert some content before an element. |
| ::after | Use this element to insert some content after an element. |
| ::selection | Use this element to select the data required from the document. |
| ::marker | Used to style the markers of the list. |

## CSS 2D Transforms

CSS transforms allow you to move, rotate, scale, and skew elements.

With the CSS transform property you can use the following 2D transformation methods:

* translate()
* rotate()
* scaleX()
* scaleY()
* scale()
* skewX()
* skewY()
* skew()
* matrix()

## The translate() Method

![Translate](data:image/gif;base64,R0lGODlhfABtAMQAAP9NTf+zs/82Nv///7Ozs01NTU02Nug2NnU2NsSzs7E2Nsw2Nt6zs+mzs5Q2NtGzs/Szs+Y2NpRNTXVNTbFNTTY2NsxNTQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAB8AG0AAAX/4CCOZGmeaKqubOu+JSHPdG3feK7vfL/DJkJgSCwaj8ikcslsOpUEYOxJrVqv2EBUOhJmv+Cwc8sdeAOJGYOYnjWG7TWcNies0294PvA4o+ViVmRcXgQPRIZwchAEeQmLdkQMco9wfWx7hoCVgYJlIkIMCUWMEH+YikMPgEacCQ2ueQ0PsGysnWOfZqdFlZwNZ5wEpkixjHqqb8OpuFSDUkKvRqtoM4e2Q8vVkbzSD4fSWqqUt81Lz0DRt75ror1yje/M0qXSs0O1vOZN6DCho0RKdbvG65u8bnlESWszwxSnfUz6vShEMJG+eLwYbSKHLFujY0QMPoQIRVcwNdjw/zWKgwjltjt7GDRiQDAAsG0zSCKR6MKPzp/meLbwCbSoGKEsiBpdigXpCqVMoz5xqgKq1KslP1nFyrUI1RRbu3b9iiKsWKxkT5g9KzVtELZwEZmMG9ftFLps7ZJYixeo3i59z/4FFVjs4F2FuR7mm3jfYiwGIkueTLmy5cuYM2veLLlCgc+gQ4sWTfiKAQGoU6tezbq169ewY8tGfQCA7du4c+MuUNrK6dnAgwsfrrq27uO5eSP2Tby58+e0kUu3rZxxEQMOKitAMHmB6uyquXtHjWB8dskRBHCfnF69ZAWp10cez121AgPe5XuWAGBCaAvTVQdZfPCRV2AE+KWGXf+B6oFHnnfbpaZAfgwq6ICFBqKGYH4GMDifegUa1x8FtxXAH3ICmkbgig+itoADCyAQX4wFlqfeeOFVKECEqSGYHgIM2gjkby8KGeJtE5BYIoDHpchchlAu8JsAMApgQHvlIdiigzmuBqSX8H0pgJQPOhBmBEZGZ1uSuElwom5OVjGlmO5FdqGCqJm55YU2UinZnfJ1eONqesp3540xvjiofiaOiBsFbybXm5wsgrijjC7eGWOLPvapmqB0QrnilzwummCaAojI5m1uojgpFXMGWSOglP043naeSsinjqUK4KOlDba46aJHrqkkdUzC+eoTsVaKn5apOcAnjh9iitr/qTpaeSh2op6KY4tiqnpso64uR6modEqJwKFjnubpfRB2J2p471UqZaJechjZfv39F+CyTkwJ3cAEuybidMqaC2vBDDesJsIJW0eEwA5X3NzBEJcIcBMUW+wxcBhnDECcC39sMsgiS6owsye3HFvIGZPMsss0swYzxDIHXPPOqd2McM4c88yzz/+urLPQNRMtHdBMdIz0x0qXK/EQTj9tcdRNbty01S5jHfGAXJ/stcpTB1B12AyPvZvWS5yNNsFqa2x00G97HDd1bCvhdt3P3T1y3knszffFKa8999aDO+w3020nrnjhcpctuOPBLQ44EpNTPpvlhzeuOdyQ4925/96fgx4646SXDh3nkqu+euh/jx64633DjvrstBN++uVHZJ77aqyD/btwwas4PPG2826E78enmrwZPtRQwQHUV2/99dhnr/323HfvffXPl1EA7OSXb/7un4x//vrstx+7+O7HL3/hysE///34J2x//vzfXz8X6uufAN33PykEcIAINF8BgXDABDoQcguEQQMfSEGc6WKCFcxg1tKnwQ4u7YIeDKHK9ifCEEbwBRgsYQVP6IIUqvCBLGyBC1+YwBiyYIY0HKANV4DDHPZvhyrooQ/zB8QUCHGI/gMhEilYRBQccYnxa+IJngjF9knRBFSs4vquWIIsalGBSvyiALlIAicvijF8ADzjGMOoRvyRcQSjiaMc50jHOtrxjni0oy72yMc++rEEIQAAOw==)

The translate() method moves an element from its current position (according to the parameters given for the X-axis and the Y-axis).

The following example moves the <div> element 50 pixels to the right, and 100 pixels down from its current position:

<!DOCTYPE html>

<html>

<head>

<style>

div {

width: 300px;

height: 100px;

background-color: yellow;

border: 1px solid black;

-ms-transform: translate(50px,100px); /\* IE 9 \*/

transform: translate(50px,100px); /\* Standard syntax \*/

}

</style>

</head>

<body>

<h1>The translate() Method</h1>

<p>The translate() method moves an element from its current position:</p>

<div>

This div element is moved 50 pixels to the right, and 100 pixels down from its current position.

</div>

</body>

</html>

## The rotate() Method

![Rotate](data:image/gif;base64,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)

The rotate() method rotates an element clockwise or counter-clockwise according to a given degree.

The following example rotates the <div> element clockwise with 20 degrees:

div {  
  transform: rotate(20deg);  
}

Using negative values will rotate the element counter-clockwise.

## The scale() Method

![Scale](data:image/gif;base64,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)

The scale() method increases or decreases the size of an element (according to the parameters given for the width and height).

The following example increases the <div> element to be two times of its original width, and three times of its original height:

div {  
  transform: scale(2, 3);  
}

The following example decreases the <div> element to be half of its original width and height:

div {  
  transform: scale(0.5, 0.5);  
}

## The scaleX() Method

The scaleX() method increases or decreases the width of an element.

The following example increases the <div> element to be two times of its original width:

div {  
  transform: scaleX(2);  
}

The following example decreases the <div> element to be half of its original width:

div {  
  transform: scaleX(0.5);  
}

## The scaleY() Method

The scaleY() method increases or decreases the height of an element.

The following example increases the <div> element to be three times of its original height:

div {  
  transform: scaleY(3);  
}

The following example decreases the <div> element to be half of its original height:

div {  
  transform: scaleY(0.5);  
}

## The skewX() Method

The skewX() method skews an element along the X-axis by the given angle.

The following example skews the <div> element 20 degrees along the X-axis:

div {  
  transform: skewX(20deg);  
}

## The skewY() Method

The skewY() method skews an element along the Y-axis by the given angle.

The following example skews the <div> element 20 degrees along the Y-axis:

div {  
  transform: skewY(20deg);  
}

## The skew() Method

The skew() method skews an element along the X and Y-axis by the given angles.

The following example skews the <div> element 20 degrees along the X-axis, and 10 degrees along the Y-axis:

div {  
  transform: skew(20deg, 10deg);  
}

If the second parameter is not specified, it has a zero value. So, the following example skews the <div> element 20 degrees along the X-axis:

div {  
  transform: skew(20deg);  
}

## The matrix() Method

![Rotate](data:image/gif;base64,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)

The matrix() method combines all the 2D transform methods into one.

The matrix() method take six parameters, containing mathematic functions, which allows you to rotate, scale, move (translate), and skew elements.

The parameters are as follow: matrix(scaleX(),skewY(),skewX(),scaleY(),translateX(),translateY())

div {  
  transform: matrix(1, -0.3, 0, 1, 0, 0);  
}

## CSS Transitions

CSS transitions allows you to change property values smoothly, over a given duration.

you will learn about the following properties:

* transition
* transition-delay
* transition-duration
* transition-property
* transition-timing-function

## How to Use CSS Transitions?

To create a transition effect, you must specify two things:

* the CSS property you want to add an effect to
* the duration of the effect

**Note:** If the duration part is not specified, the transition will have no effect, because the default value is 0.

The following example shows a 100px \* 100px red <div> element. The <div> element has also specified a transition effect for the width property, with a duration of 2 seconds.

The transition effect will start when the specified CSS property (width) changes value.

Now, let us specify a new value for the width property when a user mouses over the <div> element:

<!DOCTYPE html>

<html>

<head>

<style>

div {

width: 100px;

height: 100px;

background: red;

transition: width 2s;

}

div:hover {

width: 300px;

}

</style>

</head>

<body>

<h1>The transition Property</h1>

<p>Hover over the div element below, to see the transition effect:</p>

<div></div>

<p><b>Note:</b> This example does not work in Internet Explorer 9 and earlier versions.</p>

</body>

</html>

## Change Several Property Values

The following example adds a transition effect for both the width and height property, with a duration of 2 seconds for the width and 4 seconds for the height:

div {  
  transition: width 2s, height 4s;  
}

## Specify the Speed Curve of the Transition

The transition-timing-function property specifies the speed curve of the transition effect.

The transition-timing-function property can have the following values:

* ease - specifies a transition effect with a slow start, then fast, then end slowly (this is default)
* linear - specifies a transition effect with the same speed from start to end
* ease-in - specifies a transition effect with a slow start
* ease-out - specifies a transition effect with a slow end
* ease-in-out - specifies a transition effect with a slow start and end
* cubic-bezier(n,n,n,n) - lets you define your own values in a cubic-bezier function

The following example shows some of the different speed curves that can be used:

#div1 {transition-timing-function: linear;}  
#div2 {transition-timing-function: ease;}  
#div3 {transition-timing-function: ease-in;}  
#div4 {transition-timing-function: ease-out;}  
#div5 {transition-timing-function: ease-in-out;}

## Delay the Transition Effect

The transition-delay property specifies a delay (in seconds) for the transition effect.

The following example has a 1 second delay before starting:

div {  
  transition-delay: 1s;  
}

## Transition + Transformation

The following example adds a transition effect to the transformation:

div {  
  transition: width 2s, height 2s, transform 2s;  
}

**CSS ANIMATION….**

* @keyframes
* animation-name
* animation-duration
* animation-delay
* animation-iteration-count
* animation-direction
* animation-timing-function
* animation-fill-mode
* animation

What are CSS Animations?

An animation lets an element gradually change from one style to another.

You can change as many CSS properties you want, as many times you want.

To use CSS animation, you must first specify some keyframes for the animation.

Keyframes hold what styles the element will have at certain times.

The @keyframes Rule

When you specify CSS styles inside the @keyframes rule, the animation will gradually change from the current style to the new style at certain times.

To get an animation to work, you must bind the animation to an element.

The following example binds the "example" animation to the <div> element. The animation will last for 4 seconds, and it will gradually change the background-color of the <div> element from "red" to "yellow":

<!DOCTYPE html>

<html>

<head>

<style>

div {

width: 100px;

height: 100px;

background-color: red;

animation-name: example;

animation-duration: 4s;

}

@keyframes example {

from {background-color: red;}

to {background-color: yellow;}

}

</style>

</head>

<body>

<p><b>Note:</b> This example does not work in Internet Explorer 9 and earlier versions.</p>

<div></div>

<p><b>Note:</b> When an animation is finished, it changes back to its original style.</p>

</body>

</html>

**Note:** The animation-duration property defines how long time an animation should take to complete. If the animation-duration property is not specified, no animation will occur, because the default value is 0s (0 seconds).

In the example above we have specified when the style will change by using the keywords "from" and "to" (which represents 0% (start) and 100% (complete)).

It is also possible to use percent. By using percent, you can add as many style changes as you like.

The following example will change the background-color of the <div> element when the animation is 25% complete, 50% complete, and again when the animation is 100% complete:

<!DOCTYPE html>

<html>

<head>

<style>

div {

width: 100px;

height: 100px;

background-color: red;

animation-name: example;

animation-duration: 4s;

}

@keyframes example {

0% {background-color: red;}

25% {background-color: yellow;}

50% {background-color: blue;}

100% {background-color: green;}

}

</style>

</head>

<body>

<p><b>Note:</b> This example does not work in Internet Explorer 9 and earlier versions.</p>

<div></div>

</body>

</html>

The following example will change both the background-color and the position of the <div> element when the animation is 25% complete, 50% complete, and again when the animation is 100% complete:

<!DOCTYPE html>

<html>

<head>

<style>

div {

width: 100px;

height: 100px;

background-color: red;

position: relative;

animation-name: example;

animation-duration: 4s;

}

@keyframes example {

0% {background-color:red; left:0px; top:0px;}

25% {background-color:yellow; left:200px; top:0px;}

50% {background-color:blue; left:200px; top:200px;}

75% {background-color:green; left:0px; top:200px;}

100% {background-color:red; left:0px; top:0px;}

}

</style>

</head>

<body>

<p><b>Note:</b> This example does not work in Internet Explorer 9 and earlier versions.</p>

<div></div>

</body>

</html>

The animation-delay property specifies a delay for the start of an animation.

The following example has a 2 seconds delay before starting the animation:

div {  
  width: 100px;  
  height: 100px;  
  position: relative;  
  background-color: red;  
  animation-name: example;  
  animation-duration: 4s;  
  animation-delay: 2s;  
}

Negative values are also allowed. If using negative values, the animation will start as if it had already been playing for N seconds.

In the following example, the animation will start as if it had already been playing for 2 seconds:

div {  
  width: 100px;  
  height: 100px;  
  position: relative;  
  background-color: red;  
  animation-name: example;  
  animation-duration: 4s;  
  animation-delay: -2s;  
}

## Set How Many Times an Animation Should Run

The animation-iteration-count property specifies the number of times an animation should run.

The following example will run the animation 3 times before it stops:

div {  
  width: 100px;  
  height: 100px;  
  position: relative;  
  background-color: red;  
  animation-name: example;  
  animation-duration: 4s;  
  animation-iteration-count: 3;  
}

The following example uses the value "infinite" to make the animation continue for ever:

div {  
  width: 100px;  
  height: 100px;  
  position: relative;  
  background-color: red;  
  animation-name: example;  
  animation-duration: 4s;  
  animation-iteration-count: infinite;  
}

Run Animation in Reverse Direction or Alternate Cycles

The animation-direction property specifies whether an animation should be played forwards, backwards or in alternate cycles.

The animation-direction property can have the following values:

* normal - The animation is played as normal (forwards). This is default
* reverse - The animation is played in reverse direction (backwards)
* alternate - The animation is played forwards first, then backwards
* alternate-reverse - The animation is played backwards first, then forwards

The following example will run the animation in reverse direction (backwards):

div {  
  width: 100px;  
  height: 100px;  
  position: relative;  
  background-color: red;  
  animation-name: example;  
  animation-duration: 4s;  
  animation-direction: reverse;  
}

Specify the fill-mode For an Animation

CSS animations do not affect an element before the first keyframe is played or after the last keyframe is played. The animation-fill-mode property can override this behavior.

The animation-fill-mode property specifies a style for the target element when the animation is not playing (before it starts, after it ends, or both).

The animation-fill-mode property can have the following values:

* none - Default value. Animation will not apply any styles to the element before or after it is executing
* forwards - The element will retain the style values that is set by the last keyframe (depends on animation-direction and animation-iteration-count)
* backwards - The element will get the style values that is set by the first keyframe (depends on animation-direction), and retain this during the animation-delay period
* both - The animation will follow the rules for both forwards and backwards, extending the animation properties in both directions

The following example lets the <div> element retain the style values from the last keyframe when the animation ends:

div {  
  width: 100px;  
  height: 100px;  
  background: red;  
  position: relative;  
  animation-name: example;  
  animation-duration: 3s;  
  animation-fill-mode: forwards;  
}

CSS3 Introduced Media Queries

Media queries in CSS3 extended the CSS2 media types idea: Instead of looking for a type of device, they look at the capability of the device.

Media queries can be used to check many things, such as:

* width and height of the viewport
* width and height of the device
* orientation (is the tablet/phone in landscape or portrait mode?)
* resolution

Using media queries are a popular technique for delivering a tailored style sheet to desktops, laptops, tablets, and mobile phones (such as iPhone and Android phones).

<!DOCTYPE html>

<html>

<head>

<style>

body {

background-color: pink;

}

@media screen and (min-width: 480px) {

body {

background-color: lightgreen;

}

}

</style>

</head>

<body>

<h1>Resize the browser window to see the effect!</h1>

<p>The media query will only apply if the media type is screen and the viewport is 480px wide or wider.</p>

</body>

</html>

Example:2

<!DOCTYPE html>

<html>

<head>

<style>

body {

background-color: tan;

color: black;

}

/\* On screens that are 992px wide or less, the background color is blue \*/

@media screen and (max-width: 992px) {

body {

background-color: blue;

color: white;

}

}

/\* On screens that are 600px wide or less, the background color is olive \*/

@media screen and (max-width: 600px) {

body {

background-color: olive;

color: white;

}

}

</style>

</head>

<body>

<h1>Resize the browser window to see the effect!</h1>

<p>By default, the background color of the document is "tan". If the screen size is 992px or less, the color will change to "blue". If it is 600px or less, it will change to "olive".</p>

</body>

</html>